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Abstract
The eHumanities Desktop is a system which allows users to upload, organize and share resources using a web interface. Furthermore resources can be processed, annotated and analyzed in various ways. Registered users can organize themselves in groups and collaboratively work on their data. The eHumanities Desktop is platform independent and runs in a web browser. This paper presents the system focusing on its service orientation and process management.
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1. Introduction
Developments in text-technology and digital humanities in recent years document a strong shift towards web services and applications. The diversity of research interests is reflected by the rich applications, platforms and frameworks being developed. Textgrid (Kerzel et al., 2009) is a research association which aims at supporting access and exchange of resources in the humanities. Textgrid provides the Textgrid Lab\(^1\) as a platform to work on resources. The project eAqua\(^2\) (Büchler et al., 2010) aims at knowledge extraction based on processed antique sources and offers classical scholars convenient means to work on the results. Furthermore, digital editions of works offer additional value by allowing users to browse and query meta data and to perform full text search on resources. For example, the Heinrich Heine Portal\(^3\) provides a digital edition of the works of Heinrich Heine (Füllner and Fournier, 2002). The letters of Vincent van Gogh have also been published as a digital edition (Jansen et al., 2010). Inscriptiones Graecae\(^4\) is a project at the Berlin-Brandenburgische Akademie der Wissenschaften which provides access to Greek inscriptions. In addition, there are many more projects not explicitly named here. Research associations, notably CLARIN\(^5\) (Tamás Váradi and Koskenniemi, 2008) and DARIAH\(^6\) (DARIAH, 2010), focus on creating common infrastructures and improving exchange and interoperability of services. Desktop applications continue to do well in specific domains. Web applications on the other hand are typically not designed as mere web portations, but provide additional value. Some principal advantages are the ease or elimination of software installation as well as platform independence. But the true benefits are the means to share and use resources and services online. Web applications and services thus allow for collaborative work on research artifacts in a way which would hardly be possible otherwise.

The concept of Service Oriented Architectures (SOAs) has been proposed as a means to integrate isolated services in order to provide more sophisticated functionality. The general idea of SOAs is described as the orchestration of services rather than the service itself. How a SOA is implemented in a specific domain is not standardized, but has to be designed according to the requirements of the respective application area. In this article we describe how the eHumanities Desktop (Gleim and Mehler, 2010) adopts the concept of Service Oriented Architectures to provide a platform for research in the digital humanities.

2. SOA implementation of the eHumanities Desktop
The eHumanities Desktop is a system which allows users to upload, organize and share resources using a web interface. Furthermore resources can be processed, annotated and analyzed in various ways. Registered users can organize themselves in groups and collaboratively work on their data. Figure 1 shows a screenshot of the eHumanities Desktop’s web client in action. It is platform independent and runs in a web browser.

2.1. Overview of Architecture
The functionality of the overall system is realized by means of application modules. The development of new modules is mainly driven by research projects. Developers can benefit from the eHumanities Desktop framework by using its APIs to manage access permissions, storage of resources and incorporate other modules, applications or remote webservices to perform their task. Thus typical aspects like user- and rights management as well as storage handling are already taken care of by service modules. The developer of

\(^1\)http://www.textgrid.de/1-0.html
\(^2\)http://www.eaqua.net
\(^3\)http://www.hhp.uni-trier.de/Projekte/HHP/start
\(^4\)http://telota.bbaw.de/ig/
\(^5\)http://www.clarin.eu
\(^6\)http://www.dariah.eu
a new application can concentrate on the new functionality. An application module typically consists of a client module which provides a user interface and a service processor on the server which executes incoming commands. In the following section we will describe the system architecture in more detail. We start with an overview that provides a general picture of the components and technologies being used. Then we describe the process of executing a service request in the eHumanities Desktop.

![Figure 1: Screenshot of the eHumanities Desktop’s Web Client.](image)

Figure 1: Screenshot of the eHumanities Desktop’s Web Client.

The service processors implement the functionality of the system and are accessible by a web API. They are implemented in Java and run as part of a web servlet on Apache Tomcat. Each processor covers a certain area, for example resource management, annotation, text preprocessing, categorization and the like. In order to accomplish their task, service processors can use the eHumanities Desktop APIs to access the master data, storage and annotation system. In addition they can call local applications on the servers or other web services on the internet. The primary means to access the web API is using the eHumanities Desktop Client. Nonetheless service requests can also be triggered by other means, for example PHP, C++ or Java applications using HTTP Post/Get. Thus the eHumanities Desktop can also be used by other services and applications.

The system APIs give access to resource and user management, annotations and storage. Since we intend to focus on the service orientation of the system we do not describe them in depth here. The repositories, documents, users and resources are managed in a master database. Figure 3 shows the class diagram of the master data. It is currently implemented based on the graph database Neo4j® in combination with Lucene® for indexing.

The storage API manages access to the document contents. The way a document is stored in the system is not fixed. By implementing an interface, developers can rather add new technologies as required. How a
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A failure in one of these checks will trigger an error checking the prefix of the incoming command string. The next step is to parse the request and to determine which session key to authenticate subsequent requests. The next step is to parse the request and to determine which service processor is in charge. This is determined by checking the prefix of the incoming command string. A failure in one of these checks will trigger an error message to the client.

Service requests as well as responses are normally formatted in the JavaScript Object Notation Language (JSON)\(^\text{12}\) and transmitted via HTTP. This is due to the primary means of accessing the system via the eHumanities Desktop Client which is widely written in JavaScript. As already noted any other means to issue HTTP Get/Post can be used as well. Next, transactions on the underlying databases are started to ensure that any changes to the system during the processing can be rolled back in case of an error. Then an instance of the proper service processor is created, registered in the process manager and started. The process manager is an essential component to keep track of which user runs which processes at a given time. Every process has a process id, name and owner. Furthermore the time when the process was triggered is stored and its current progress is tracked. The web API allows users to list their current processes and cancel them if desired. Canceling a process is interesting for long running processes such as complex analyses. However the user can only trigger a process to stop. The process has to regularly check whether it should continue or if the user wishes to cancel it. The same applies to updating the current progress – a task only the process itself can answer. A hard stop of a process would be possible but could lead to unpredictable results and data corruption. Therefore this option is currently switched off – only “soft” stopping is supported as described. Figure 5 shows a screenshot of the graphical frontend of the process manager with two indexing tasks running.

The service processor checks permissions of the requesting user on resources which have been passed as parameters. In case of a failure the client is informed accordingly. Then the computation itself is performed. A command processor can use the eHumanities Desktop’s APIs to accomplish its task, as for example to import a TEI P5 document into the TEILex database and link its tokens to the lexicon entries. This task can be quite complex and time consuming, depending on the size of the document. For direct feedback to the client the process would take too long and cause a timeout on the client side, which waits for a response. In such cases a developer of a service processor can choose to execute the task in a thread asynchronously. This means that the task is executed as a separate thread. After the thread has been triggered control is given back to the system which returns a message to the client that the process has been started. The transactions and resources remain open and the process manager keeps the process as well. The client can track the progress of the processes, safely log out and check for the results later by logging in again. When an asynchronous process has finished it triggers the steps to unregister it from the process manager and commit transactions. These steps are performed automatically when a synchronous task was completed. A drawback of HTTP is that the server can not actively inform the client when a process has finished. Thus a response message is only sent for synchronous tasks.

### 2.3. Use Case: Representing TEI P5 and Lexica with TEILex

To give an example of a typical application module and its components we now describe the TEILex subsystem. It is one of the most recent additions to the eHumanities Desktop. It provides a seamless integra-
This is achieved by linking lexical information of text tokens directly with lexicon entries. The integration of lexicon and TEI representation enables the user to systematically correct erroneous linguistic annotations in preprocessed texts and to perform disambiguation. Figure 6 shows a screenshot of the lexicon browser which exemplifies dynamic linking of word forms between text and a lexicon. The visualization uses color codes to inform the user about ambiguities. Uniquely identified word forms are marked green. In this example the word form “spiritus” is highlighted in yellow to state that multiple lexicon entries of this word form exist, that belong to the same lemma. If the item were orange, it would mark an ambiguity that affects different lemmata.

The system allows users to edit and expand lexica as well. Figure 7 exemplifies how a new word form can be created for a previously selected lemma. Both lexicon and text representation are designed to be dynamic and extensible by users. This is a demanding task because highly dynamic databases are more difficult to optimize for efficient reading and writing. Since an import may take minutes or even hours, depending on the size of the document set, this task is done asynchronously. A user can trigger the import of a set of documents and log out. Later he or she can log in again and check on the progress by opening the process manager (see figure 5).

The TEILex is a good example of how different service modules can be put together to achieve an advanced functionality in terms of a SOA. A preprocessor module can be used to convert plain text documents into TEI P5 documents which can be imported into the TEILex system. The TEILex API can then be used by service modules to implement services for client modules or other external clients. The Lexicon Browser module serves as an interface to the lexica, while another module, called HSCM (Historical Semantics Corpus Management), (Jussenn et al., 2007; Mehler et al., 2011) offers an interface to query and explore text corpora. Both modules interact on the client side to lookup words or keywords in context. And both use the same mechanisms on the server to accomplish their tasks.
3. Conclusion

We have described the eHumanities Desktop as a service-oriented architecture. It supports the development of services related to managing, browsing and analysing resources in the humanities. Special focus was given to the way service requests are handled and the way long running tasks can be managed asynchronously. Current development outside of project specific development is targeting the annotation system and improving the TEILex system. The eHumanities Desktop is open to scientists who are interested in testing and working with the system.
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